
Data Types in Logic Programming

João Barbosa

Faculty of Science of the University of Porto

Abstract. Type systems are a powerful tool in modern programming
languages. Types in logic programming are usually based on an over ap-
proximation of the program’s semantics or they have to be declared by
the programmer. None of these approached as been widely accepted by
the community. Based on the principles of types in functional program-
ming, our goal is to define a highly expressive type system that deals
with data types and type constraints and a type inference algorithm
that automatically infers these types and is sound with respect to the
type system. We plan to integrate this new type inference algorithm in
the YAP Prolog System.

1 Introduction

Recent years have seen huge progress in the design and implementation of highly
expressive type systems. Innovations include dependent and refinement types
for functional programming languages [13, 4], that allow for type-based pro-
gram analysis and verification of general program properties. We belief that this
progress can be applied to other declarative paradigms such as logic program-
ming languages. Existing work on typing logic programs has not been widely
adopted by the logic programming community and we argue that, to be success-
ful, the first step is to design a type system that is able to catch obvious and
relevant errors at compile-time. To do so we propose an initial type system that
describes logical data while respecting the main properties that make types use-
ful in functional programming. Then the intention is to expand this type system
with more properties that allow for a more detailed and specific characterization
of programs.

2 State of the art

There have been type systems for logic programming that describe types as a
conservative approximation of the program’s success set [17, 3, 9, 5, 16]. Some of
these approaches are based on the notion of regular types, which can be written
as monadic logic programs, using unary-predicate programs to describe types
[5].

Type verification and type inference algorithms have been proposed before
[2, 14, 14], but they differ on whether types are considered approximations of
the success set of a logic program, or whether one wants to ensure that a type



signature will be respected. Mycroft and O’Keefe formulated a paradigmatic
type system for Logic Programming, which Lakshman and Reddy later called
Typed Prolog [11, 8]. In this system, types of function symbols in the program
are declared by the programmer and there are algorithms that reconstruct the
type of the predicate having type declarations for function symbols as input.

Ciao-Prolog [6] is one of the few examples of Prolog-based languages that uses
type information, through the support of polymorphic types and the inclusion
of libraries for regular types [7]. There has been a revival of interest in Hindley-
Milner types for Prolog systems (SWI-Prolog and YAP [15]), where a new module
was introduced for type checking that allows the mixture of typed and untyped
code, with type declarations and run-time type checking.

3 Work Plan

We want to define a new type system for logic programming with features present
in modern functional programming type systems and which goes far beyond the
simple notion of regular types. First, we’ll refine the notion of regular type to
the cases where they denote exactly data types in other well-known languages,
achieving the desired precision of type information. These types will be referred
to as closed types [1]. Afterwards, we want to add enough power to the type
language to be able to express logical properties of programs using refinement
types and, in general, logically qualified types.

3.1 Strategy

Following common practice in functional languages [10], in a first step we want
to define semantic for logic programming which captures the notion of run-time
type error. This semantics should clearly separate the notion of a run-time type
error from a false query or a true query. Then our goal is the definition of a type
system sound with respect to this new semantics for logic programming. The
type system will be extended afterwards with a new notion of refinement types
based on type constraints.

Afterwards, we want to define a type inference algorithm which is based on
constraint generation and constraint solving that infers types for programs. This
algorithm has to be sound with respect to the type system defined previously.
Our goal is also to add type definitions to programs, that can be seen as data
declarations in Haskell, to help the type inference process and to enable the
programmer to abstract data types in the logic programming language. These
data definitions mean that datatypes are identified a priori, but there is no
need to declare types for each function symbol and each predicate symbol, since
data definitions can be used in several predicates with a single definition. Type
inference will use the data definitions to infer types closer to the programmer’s
intention [12].

We call closed types to regular types that describe data types similar to
Haskell’s data declarations. One of the requirements of these closed types is that



none of the possibilities in the disjunction of possible types is a type variable.
This would correspond to an open record. We have already defined a way to
transform open types into closed types through a closure operation in [1].

The closure operation allows us to go from types such as the type inferred
from previous type inference algorithms for the Prolog predicate append :
τ1append(α) = [ ] + [α | τ1append] ,

τ2append(β, γ) = β + γ ,

τ3append(β, α) = β + [α | τ3append] ,

where α, β and γ are type variables and the symbol ”+” corresponds to type
union, to the following closed types corresponding to the standard data type for
parametric polymorphic lists:
τ1append(α) = [ ] + [α | τ1append(α)] ,

τ2append(α) = [ ] + [α | τ2append(α)] ,

τ3append(α) = [ ] + [α | τ3append(α)] .

The YAP Prolog System is a competitive system in Prolog applications that
require access to large amounts of data. We think that adding to YAP highly ex-
pressive type information will definitely put it as the standard Prolog system for
applications which have serious safety demands. We will integrate our previously
defined algorithm in YAP. There will be a number of challenges because types,
to be useful both for implementers and programmers, must be implemented ef-
ficiently. We are in a good position to successful accomplish this task by using
the implementation experience of YAP itself as a well-known efficient Prolog
compiler.

4 Current State of Research

We have defined a semantics for logic programming which captures the notion
of type-error, and we have defined a type system which we proved to be sound
with respect to the semantics. The type system has the characteristics we wanted
to have and it can be easily manipulated in order to have type become more
restrictive or less restrictive. This allows us to search for the best equilibrium
between having an expressive and general predicate, and having useful types.
This work is now submited for publication.

We are also in the midst of defining a type inference algorithm. Our approach
generates constraints from a logic program and solves them using term-rewriting
into a normal form that can be seen as a substitution. Then we apply the substi-
tution to the variables that correspond to types for the predicates in the program
to conclude type inference. The equality theory that we will use for the term-
writing is still on-going work, although most of its characteristics are now clear
to us. The data type declarations defining data structures will be part of the
constraints, when they exist, but not mandatory, and they will be achieved fol-
lowing the closed types restrictions defined previously in [1], but now with a new
approach based on constraint generation and constraint solving.
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